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program is the algorithm. With an algorithm the steps required to carry out a given task are clearly
described. The algorithm will include instructions for how to: The design phase is one of the most important and usually difficult stage. One tool used to design the 1.5 The Program - Algorithms in this course but the interested reader can consult any software book for more information. Here, the



 - Analyse and specify requirements.

Writing a program is not a floating task. Previous to code writing one has to go through certain stages:

### 1.4 The Program - Planning

 90 's data abstraction is not as powerful as in $\mathrm{C}++$ but it avoids the complexities of object-orientedprogramming. parallel capabilities meaningful for numeric computation which are missing from other languages. Also Comparing with other languages, and only for number crunching, one can see that Fortran90 scores
higher on numeric polymorphism, decimal precision selection, real Kind type etc. Only 90 has data structures and the (re)introduction of parallel architecture. developments were not accommodated. Developments such as the recent importance of dynamic data
 changes. This is the last time a reference to Fortran 77 is made and it is recommended that programmers
new to Fortran not to consult any Fortran 77 books. In theory a Fortran 77 program should compile successfully with a Fortran 90 compiler with minor and will be removed in the next version specifying precision, free form, recursion, dynamic arrays etc. were introduced. Despite that the whole Fortran 90 is a superset of Fortran 77. New facilities for array type operations, new methods for 1.3 ANSI Standard

The third ANSI standard was released in 1991, with a new revision expected within 10 years.

This is a proposed solution for finding and displaying the greatest number from a given list of numbers.
The input terminates when the user enters the blank character.
Writing musical score is an algorithm where the notes express tasks. For programming though an
algorithm is expressed using English-like instructions. An algorithm is independent of the programming
language or the computer hardware to be used, but influenced. A programming language acts like a
convenient medium for expressing algorithm and the computer is simply the medium of execution. The
solution process expressed as an algorithm can not obviously be executed since computers do not handle
well the idiosyncrasies of a natural language or subset of it (but moving towards it)
1.6 The Program - Example of an algorithm
Consider the following algorithm;

1. Get a number
2. Save the number
3. Get a new number
4. While there is a new number
5. If the new number is greater than that saved
Save the new number
end if
6. Get a new number
end while
7. Print saved number
This is a proposed solution for finding and displaying the greatest number from a given list of numbers.
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 great care when naming objects not to use any words which form part of the language. In the course Unlike some programming languages in which certain words are reserved and may only be used by the


 2.2 Naming Convention phrases may be represented by the CHARACTER data type, while the logical values 'true' and 'false'
are represented by the LOGICAL data type (details later). As well as numbers, Fortran programs often require other types of data. Single letters, words and
phrases may be represented by the CHARACTER data type, while the logical values 'true' and 'false' precision (which have more significant figures than the default REAL type) and complex numbers (with
a real and imaginary part). In addition to the basic real and integer numbers there are other types of number such as double

Why reals and integers? Integers are more accurate for discrete values and are processed faster but reals
are necessary for many scientific calculations.
The integer and real values listed above, when used in a computer program, are known as literal
constants.
where the E stands for 'exponent' or 'multiplied by 10 to the power of'

[^1]may be written in Fortran as $2.576 \times 10321.3 \times 10-22$

There are two forms in which real values may be written. The examples above are in fixed point form
but floating point form (similar to scientific notation) may be used, for example:
$10.3-8.45 \quad 0.00002$
for example


 example the programmer will want the value of pi to be unaltered during a program. Therefore pi may
be defined as
 2.3.2 Parameters sןеә, 8иІәа 7 о
 be disabled using the IMPLICT NONE statement. Variables are typed according to the initial letter of
 not been explicitly declared and the program section does not contain the statement IMPLICIT NONE
(see sample program). The implicit declaration facility is provided to comply with earlier definitions of declaration as given above. An implicit declaration is performed whenever a name appears which has 2.3.1 Implicit Declaration
Fortran 90 permits variable

### 2.3.1 Implicit Declaration

will be described throughout the course as they are introduced Where attr are optional Fortran 90 'commands' to further define the properties of variables. Attributes
 The general form of a variable declaration is: INTEGER :: daysinyear=365, monthsinyear=12, weeksinyear=52 REAL : : temperature $=96.4$ declared. If an initial value is not assigned to a variable it should not be assumed to have any value until
one is assigned using the assignment statement described below. The variable declaration statement may also be used to assign an initial value to variables as they are

 REAL : : temperature, pressure


 2.3 Variables



- there is an explanation of the program in the form of comment statements

 area $=$ pi*radius*radius REAL, PARAMETER : : pi=3. 141592 !then calculates and writes out the area of the circle
REAL : : radius, area IMPLICIT NONE
!reads a value PROGRAM circle_area A sample program: 2.8 Program Layout ! WRITE (6,*) temp, radius*radius when testing a program but which may be required again. The following statement is said to be
commented out and is not executed. Comments are also used to inhibit the action of statements that are used to output intermediate values trying to achieve. This is particularly important if the program will have to be altered in the future
especially as this is likely to be performed by a different programmer. comment and this feature should be used to explain to the reader of a program what the program is the program. All characters appearing on a line to the right of the ! character are ignored by the compiler
and do not form any part of the program. The text appearing after a ! character is referred to as a All programs should have a textual commentary explaining the structure and meaning of each section of 2.7 Comments WRITE (*,*) pi*radius**2, 2.0 WRITE (6,*) temperature, pressure, mass



The elements of a derived type may be accessed by using the variable name and the element name
separated by the $\%$ character, as follows
2.9.2 Accessing Components

TYPE [(type name)] [,attr] :: variable list
 to this definition later. Note that the typename is optional on the ENDTYPE statement but should alway
be included to improve program clarity. This is a simplified version of the complete specification of a derived type, other elements may be added TYPE type name
component definition statement
component definition statement
$\ldots .$.
END TYPE [type name]

The general form of a derived type definition is
 INTEGER :: radius TYPE (point) :: centre
then the previously defined type, rectangle, could be modified to include a spacial position REAL :: x_coord, Y_coord
ENDTYPE point TYPE point

The derived type is so named because it is derived from the intrinsic types, such as real and integer.
However derived types may be used in the definition of other derived types. If a type, point, is defined

All documents are the responsibility of, and copyright, © their authors and do not represent the views of
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Please type a value for the radius of a circle
12.0 The characters which appear between pairs of apostrophes are character constants and will appear on
screen as
Please type a value for the radius of a circle WRITE $(6, *)$ 'The area of a circle of radius ', radius, \&
'is ', area WRITE $(6, *)$ 'Please type a value for the radius of a circle
$\operatorname{READ}(5, *)$ radius
area $=$ pi*radius*radius program is very bleak, that is there is no indication of what the input is for or when it should be supplied
nor is there an explanation of the output. By including some character constants (or literals) in the output The example below is taken from a program which calculates the area of a circle, the program reads in a
value for the radius and writes out the area of the circle. Without prompts the user's view of such a The example below is taken from a program which calculates the area of a circle, the program reads in a 3.2 Character Constants 1, etc. As with numeric data the programmer may specify literal constants of intrinsic type character as
described below.
 In Fortran characters may be treated individually or as contiguous strings. Strings have a specific length
 character is presented in this section. This type is used when the data which is being manipulated is in

3 Character Processing
[Next] [Previous] [Top]
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surname = 'Bloggs
firstname $=`$ Fred
initials $=$ 'fjs' title = 'Prof.'
CHARACTER (LEN=6) :: initials, title
CHARACTER (LEN=12) :: surname, firstname
example to store a person's name the following declarations and assignments may be made (note the use
of the keyword len) However character variables are more frequently used to store multiple characters known as strings. For汶 $=x$ x yesorno $={ }^{\prime} \mathrm{N}^{\prime}$
A value may be assigned to a character variable in the form of a literal constant thus
statement declares two character variables each of which can contain a single character The declaration of character variables is similar to that for real and integer variables. the following 3.3 Character Variables This string contains an apostrophe ' and a double quote ". This string contains a double quote ".
"This string contains an apostrophe ' and a double quote " "."
This would appear in output as This string contains
'This string contains a double quote " .' then the delimiter may appear in a string as two adjacent apostrophes or double quotes. These are then
treated as a single character. contain one of the delimiting characters then the other may be used. However if the string is to contain
both delimiting characters or a programmer wishes to always define strings using the same character The double quote character may also be used to define character literals. If a string of characters is to

[^2] CHARACTER(len=12) :: surname, firstname
INTEGER :: length, pos
Below is an example of how intrinsic functions may be used:


\[

$$
\begin{aligned}
& \text { INTEGER : : i } \\
& \text { CHARACTER : ch }
\end{aligned}
$$
\]


The conversion between characters and integers is based on the fact that the available characters form a
sequence and the integer values represent the position within a sequence. As there are several possible

| Function | Action |
| :--- | :--- |
| LEN(string) | returns the length of a character string |
| INDEX(sub,string) | finds the location of a substring in another string: <br> returns 0 if not found. |
| CHAR(int) | converts an integer into a character |
| ICHAR(ch) | converts a character into an integer |
| TRIM(string) | returns the string with the trailing blanks removed |

perform a number of commonly required character manipulations which programmers would otherwise
have to write themselves.
Tbte 1: Intrinsic functions for character strings
language standard and the functions tabulated below relate to character strings. These intrinsic functions
Functions will be dealt with in more depth later in the course, however it is convenient to introduce

[^3]|  |
| :---: |
|  |
| umozKut 'əuet unxa ț̣o zt 'sbbota ar шоябитя рәдт̣и |


 The reasons for using an array are:
during execution. This is very flexible but slow run-time performance and lack of any bound checking
during compilation. In Fortran90 such arrays are called allocatable arrays. Dynamic arrays : the size and therefore the amount of storage used by a dynamic array can be altered
created to match the exact size required but can only be used for a subroutine. In Fortran90 such array
are called assumed-shape, and automatic arrays Semi-dynamic arrays: the size of an array is determined after entering a subroutine and arrays can be
 Static arrays: their size is fixed when the array is declared and can not be altered during execution. This
is inflexible for certain circumstances (one has to re-entry the program, change the dimension(s) and There are 3 possible types of arrays depending on the binding of an array to an amount of storage.
 Previous modules introduced simple data types, such as integer, real and character. In this module a
structured data type called array is introduced. 4.1.1 Arrays and elements 4.1 Terminology

## sferiny t
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[^4] Use the dimension attribute form when several arrays of the same bounds and type need to be declared.
Use second form when several arrays of the same type but different bounds need to be declared. The
 INTEGER :: a (6) LOGICAL, DIMENSION (2,2) :: yes_no Real, dimension (0:9) :: b e :: (9) NoISNaWIa ‘घฮoaini The following declarations are equivalent. Both declare an integer array a with 6 elements; an array b
with 10 real elements and a logical 2-dimensional array named yes_no.
 (punoq) әureu :: [x77e'] əd $K 7$ type, DIMENSION(bound) [,attr] :: name
the bounds is always integer. The alternate and equivalent forms used to declare an array are as follows: The lower and upper bounds for each dimension (e.g 1 and 8). Declaring the lower bound is optional. If
the lower bound is not specified Fortran90 assumes that the index begins with 1. Notice that the type of The dimensions of the array (e.g. 1 dimension). Up to 7 dimensions are allowed The type of the elements (e.g. integer). All elements must be of the same type and the type can be
integer, real, logical, character, or derived. The name given to the array (e.g. Student_mark). The name given to the array is up to 31 alphanumeric
characters including underscore but the first character must be a letter. To specify an array the following attributes of the array must be known: suọ̣eэи! operations. Obviously an operation between an array and a scalar satisfies the conformance criterion. In
such a case the scalar operation is repeated for all the elements of the array, as shown later. The term Conformance refers to arrays that have the same shape. This is a condition for array to array
The term Size refers to the total number of elements of an array, which simply is the product of extents.
The size of an array may be zero but more about this later. Both vector and matrix above have a size of


The term Extent refers to the number of elements in a dimension. Hence the above vector has an extent
of 8 , whereas the above matrix has an extent of 2 and 4 in each dimension.
 The term Bounds refers to the lower subscript in each dimension. Hence the vector above has a lower

This array represents a matrix since it is two-dimensional.


This array represents a vector since it is one-dimensional


Matrix: An array with a rank of 2 or greater is called a matrix
Vector: An array with a rank of one is called a vector
The term Rank (or alternatively called dimension) refers to the number of subscripts needed to locate an
element within an array. A scalar variable has a rank of zero.
4.1.2 Array properties the first three elements are 5, 7, 13 with Indices of 1,2 and 3 respectively and they form what is known
as a section. - the last element of the array is 22 with an index of 8 - the second element of the array is 7 with an index of 2
 Assuming at the moment that the index (or subscript) starts at 1 then: This is an example of an array which contains integer numbers:
$\begin{aligned} & 5 \cdot 7)^{13}{ }^{24} / 0 \mid 65 / 55^{22}\end{aligned}$
 - Optimization opportunities (for compiler designers).


## 

 to elements $2,4,6,8,10$ of the first row. This is a valid statement despite that the upper bound of thesecond dimension is 10 . Using stride: For example, beta( $3,1: 7: 2$ ) refers to elements $1,3,5,7$ of the third row., beta(1,2:11:2) refers Using expressions: For example, alpha( $2 * \mathrm{k}$ ) refers to an element whose position is the result of the
multiplication. The result of an expression must be an integer within the declared bounds. Using subscripts: For example, alpha(i,j) refers to the element at the intersection of ith row and jth
column. Subscripts $\mathrm{i}, \mathrm{j}$ are defined previously within the program. Using colon: This is a facility that enables us to access whole or parts of columns or rows. For example,
$\mathrm{b}(: 4)$ refers to all elements of the fourth column. $b(1: 3,2: 4)$ refers to elements from rows 1 to 3 and columns 2 to 4 .
 $\mathrm{a}(3: 5)$ refers to elements $3,4,5$ of the array array ([lower]:[upper]:[step], [...]) where lower and upper default to the declared dimensions and step
defaults to 1. To access a enclosed in parentheses. The integer values represent the indices of the section required. For
multi-dimensional arrays use a list of integer values separated by a comma.
 4.3.2 Sections INTEGER, DIMENSION(5,4) ::b ReAL, DIMENSION(8) ::a For above examples assume that lower bound is 1 and use the following declarations: b(4,2) refers to the element at the intersection of the 4th row and 2nd column. $a(5)$ refers to the fifth element of the array array (index, [...])
parentheses is needed. The integer value is the index of the element. For multi-dimensional arrays a list
of integer values is required separated by a comma. To access a single element of an array the name of the array followed by an integer value enclosed in

and sections of an array are uniquely identified through subscripts, one per rank.
 4.3 Array Sections
 object (4) \%position (: ) !positions 1, 2 and 3 object 4 object (7) \%position (2:) !positions 2 and 3 object 7 object (1) \%position(1) !position 1 object 1 The type point is comprised of 3 real numbers, while the array object consists of 10 items of data, each
consisting of 3 real numbers. Components are accessed as follows: TYPE(point) :: object (10) TYPE (point) REAL :: position(3) TYPE (point) It is possible to include arrays as components of a derived data type and to declare arrays of derived data
types, for example: having a character string of size 10 . hence the array specification form is followed. For the third and fourth examples any of the two forms
could have been used. The fourth example declares an array which has 25 elements with each element hence the array specification form is followed. For the third and fourth examples any of the two forms The first example declares two arrays of the same dimension and type, therefore the dimension attribute CHARACTER (len=10) :: names (25) REAL, DIMENSION $(0: 5,12: 45,6)::$ data
A mixture of the two forms in the same program is allowed. Some further examples are shown below:

In case that sections of an array have to be assigned certain values conforming array sections may
appear in the expressions.

The fourth assignment is illegal because the two arrays are not conformable. The third assignment involves an array product on the right hand side. Since $a$ and $b$ are conformable
then their product can be evaluated. The product refers to element by element multiplication. The result
is another array which is conformable with $c$ therefore each element of $c$ takes the product of the
corresponding elements in $a$ and $b$. The second assignment involves a scalar on the right hand side, hence there is automatic conformability.
Each element of a takes the value of 2 . 4 to the product. The first assignment involves an array expression on the right hand side. Since $a$ and $b$ are conformable
it is a valid statement. Each element of $b$ takes the corresponding value of a multiplied by 2 and adding $a$ C=d $\begin{aligned} p & =0 \\ e_{*} q & =0\end{aligned}$ $e_{*} q=0$
$0 \cdot z=e$ REAL : $d(10,10)=0.0$
$b=2 * a+4$ REAL, DIMENSION(100) :: a, b, c Consider the following example: coping the values of another array. In the former the scalar is broadcasted to all the elements of the
array. In the latter case the operands in the array expression must be conformable This is to be used when the elements of an array need to be assigned with the same value (scalar) or by 4.6.1 Whole array assignment


 :: a
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a(list) $=(/ 1.1,1.2,1.3 /)$ !illegal element 2 set twice
list $=(/ 2,3,2 /)$
INTEGER, DIMENSION(3) : : list REAL, DIMENSION(5) :: a

Care must be taken not to duplicate values in a vector subscript when used in the LHS of an expression
as demonstrated with the illegal fourth statement below.
The fifth statement demonstrates an alternative use of the vector subscript. Hence the 7th, 8th and 9th
element of the array are assigned the value of 1.2
Hence the third, sixth and eighth element of a are the ones being overwritten with a zero value.
$a($ random $)=a($ random $(1)$, random (2), random $(3))=a(6,3,8)$
The fourth statement uses random as an array of indices and assigns the value of 0.0 to the array
elements of a. Expanding the left hand side we get random (3)=8 random (2) $=3$ random (1) $=6$ tere values ora 6,3 , and 8 to the three elements of random. Whatever value existed beforehand now has
the
been overwritten. Hence, $a((/ 7,8,9 /))=1.2$
$a($ random $)=0.0$
random $=(/ 6,3,8 /)$
INTEGER, DIMENSION (3) : : random REAL, DIMENSION (9) : : a

Vector subscripts are integer expressions of rank 1 and take the form (/list/). Consider the following
example. This is a clever way providing a shorthand facility for accessing particular elements of a large array.
Vector subscripts are integer expressions of rank 1 and take the form (/list/). Consider the following
REAL, num REAL, DIMENSION (3,3) : : a
INTEGER : : length (5)
CHARACTER (len=7) : : c (5)
$\mathrm{x}=\mathrm{SQRT}$ (num)
$\mathrm{a}=\operatorname{SQRT}(\mathrm{a})$
length $=\operatorname{LEN}(\operatorname{TRIM}(\mathrm{c})$ ) Consider the following example
Elemental procedures are specified for scalar arguments, but may take conforming array arguments 4.6.3 Elemental intrinsic procedures
The last assignment demonstrates another important concept. Whereas beta and gamma are not
conformable the section used by gamma satisfies the criterion so it is a valid statement.
and without the need of DO loops. Therefore, the 9 elements of alpha starting from the second element
take the value of the first 9 element of alpha, so at the end of the process the first two elements of alph
have the same value.
The third assignment shows a powerful operation using arrays where values are shifted automatically
alpha (7) = beta (4)/6
alpha (5) =beta (3)/6
alpha (3) =beta (2)/6
alpha (1) =beta (1)/6

The first assignment simply assigns the value of 2 to the first 5 elements of alpha, the rest of the
elements remain intact.
 $\operatorname{alpha}(1: 10: 2)=\operatorname{beta}(1: 5) / 6$
 REAL, DIMENSION(10) :: alpha, beta Consider the following example:

Examine the following section of a program. WHERE (condition)
block1
[ELSEWHERE
block2]
ENDWHERE The WHERE construct allows array assignment(s) only if a logical condition is true, and alternative
array assignement(s) if false. The syntax is as follows: The second WHERE statement means that elements of a are set to 999 if the product is greater than ten The first WHERE statement means that all negative values of 'a are set to zero, the non-negative values
of a remain intact. WHERE ( $\mathrm{a} * 3>10$ ) $\quad \mathrm{a}=999$ WHERE $(a<0) \quad a=0$ INTEGER :: a $(2,3,4)$ Consider the following situation: WHERE (condition) statement The WHERE statement allows a single array assignment only if a logical condition is true. The syntax is
as follows: To be used when the value of an element depends on the outcome of some condition. It takes a statement
form or a construction form 4.9 WHERE - may be used for other variables as well as arrays. - it can not be used for initialisation of arrays with constant values.

- a DATA statement can split in more than one line but each line must have a DATA keyword. Remember that:

The last two statements use a list by implied DO loops where the odd indexed elements are assigned the
value 1 and the even indexed elements take the value of 2 . The third and fourt 11 .
takes the values of
The third and fourth statements use a list by section where the first row takes 00 and the second row
The second DATA statement uses a list by whole array where 4 is the size of the array and 0 is the
required value which is repeated 4 times. Do not confuse this with the multiplication operator.
The first DATA statement uses a list by value where the value for each array element is explicitly
declared.
INTEGER : : $\mathrm{a}(4), \mathrm{b}(2,2), \mathrm{c}(10)$
DATA $\mathrm{a} / 4,3,2,1 /$
DATA $\mathrm{a} / 4 * 0 /$
DATA $\mathrm{b}(1,:) / 0,0 /$ DATA $\mathrm{b}(2,:) / 1$
DATA $(\mathrm{c}(\mathrm{i}), \mathrm{i}=1,10,2 / 5 * 1 /$ DATA For example see following: Data variable / list / The format is:
Use the DATA when other methods are tedious and/or impossible. For example for more than one array
initialisation or for array section initialisation. 4.8.3 DATA statement
The last statement will generate a rank 2 array with extents 3 and 2 . $a=\operatorname{RESHAPE}(/ / i, i=0,5 /),(/ 3,2 /))$ INTEGER, DIMENSION $(2,3)$ : : a
The size of the array determines the dimension of the new array. The elements determine the extent of
each dimension. Consider the following example:
where list is a 1-dimensional array or constructor containing the data, and shape a 1-dimensional array
or vector subscript containing the new shape of the data. RESHAPE (list, shape [, PAD] [,ORDER]) To be used for the initialisation or assignment of multi-dimensional arrays, i.e., arrays with rank greater
than 1. It can be used on a declaration statement or in a separate statement. The format is 4.8.2 Reshape
The constructor can be used during declaration as shown above or in a separate statement but only the
latter form can be employed to initialise an array with constant values. REAL : : $d(100)=(/ \operatorname{REAL}(i), i=1,100 /)$
sdooI OG pə!̣du!
 LOGICAL :: test, test2(2), test 3(3)
REAL, DIMENSION $(3,2):: a$
$a=(/ 5,9,6,10,8,12 /)$

 - array reshape

- array manipula
- array location - array inquiry - array reduction - vector and matrix multiplication Several intrinsic procedures are available in Fortran 90. Their role is to save time and effort when
programming. They can be divided into 7 sections for 4.10 Array intrinsic functions
So all negative valued elements of 'b' are set to zero and the rest take their reciprocal value. тдянмала


REAL, DIMENSION(50) :: alpha
REAL, DIMENSION (60) :: beta
which of the following statements are valid?
alpha=beta
alpha $(3: 32)=$ beta $(1: 60: 2)$
alpha $(10: 50)=$ beta
alpha $(10: 49)=$ beta $(20: 59)$
alpha=beta (10:59)
alpha $(1: 50: 2)=$ beta
beta=alpha
beta $(1: 50)=$ alpha

11. The following array declarations are given:
 9. Declare and initialise the 2-rank array delta which has the following elements 8. Declare and initialise the array gamma with the following element values: 2.1, 6.5, 4.3, 8.9, 12.5 $\begin{array}{ll}4 & 2 \\ 0 & 5\end{array}$ $\begin{array}{llll}\tau & I & I & 0 \\ \tau & I & 0 & 0\end{array}$ 001 7. Declare and initialise the array beta with the following elements INTEGER, DIMENSION (-1:1,2,0:1) :: alpha 6. What is the array element order of the following array? which of the following references are legal?
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[^5]18. Determine what the following array constructor does and then simplify the constructor:
$(/((\mathrm{A}(\mathrm{i})+10.34, \mathrm{j}=1,1000), \mathrm{i}=1,1000) /)$
 MAXLOC (alpha) what is the result of
INTEGER, DIMENSION (-5:0) :: alpha=(/2, 18,5,32,40,0/)
. If alpha has been declared and initialised as follows

## what elements are referenced by each of the following statements? beta $(2: 8: 3)$ beta $(1: 10)$ beta $(3: 5)$ beta $(: 9)$ beta ( $:$ ) beta $(:: 4)$ beta $(3: 10: 0)$ 16. If the array gamma has been declared as <br> REAL, DIMENSION $(2,2)::$ delta=Reshape $((/((10 * i+j, i=1,2), j=1,2) /),(/ 2,2 /))$ 15. If the array beta has been declared as INTEGER, DIMENSION (10) :: beta

13. An array of rank one and extent 50 has been declared and needs to be initialised with the values of
-1 (first element), 1 (last element) and 0 (rest of elements). Which of the following constructor
structures are valid (if any)?
alpha $(/-1,(0, i=2,49), 1 /)$
alpha $((/-1,(0, i=1,48), 1 /)$
alpha $((/-1,(0, i=37,84), 1 /)$
alpha $(/-1,48 * 0,1 /)$
14. What are the values of the array delta which has been declared and initialised as follows:
(b) a constructor with the Do Loop
(a) a constructor with the list of values
$z>\cdots>q>B$ $z>\cdots>q>\forall$ on the collating sequence of the machine used. The collating sequence must obey the following rules. same otherwise terminates with the first encountered difference. Comparing character strings depends The comparison starts from the left side The comparison terminates either when a difference has been comparison is character by character
Certain rules have to be obeyed when comparing characters or character strings. (Is A greater than B ?)
When one of the character strings has a shorter length, it is filled with blanks (right side) The 5.3 Character Comparisons
 Comparing real \& integer converts the integer to its real equivalent Comparing real \& real must be whereas the second is false example: $(5 * 3>12)$. NEQV. $\left(6^{*} 2>13\right)$ evaluates to TRUE because the first sub-expression is true The .NEQV. logical operator is used to link expressions which evaluate to TRUE only if at least one of have the same logical value (can be true or false), otherwise evaluates to FALSE. For example:
$(5 * 3>12)$.EQV. $(6 * 2>8)$ evaluates to TRUE because both sub-expressions take the true value. The .EQV. logical operator is used to link expressions which evaluate to TRUE only if all expressions becomes false and vice versa. The form is: .not. (salary* 0.4 ) where the statement enclosed by brackets is
assigned a value which in turn is inverted. The .NOT. logical operator is used to inverts the logical value of an expression. For example true the true value, otherwise the value false is assigned.


(age<45). There are two sub-expressions here. If both are true the expression evaluates to true, otherwise
the value false is assigned. The .AND. logical operator is used to link expressions which evaluate to TRUE only if all given
expressions are true, otherwise evaluates to FALSE. Consider the following example: (salary*0.4) and. 5.2 Logical expressions
 рәмотte әхе sұиәшәтә Келхеі $\varepsilon \varepsilon=/(\varepsilon)$ ечате
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The simplest form of the IF statement is a single action based on a single condition - The select case construct, CASE.
6.1.2 IF statement and construct
 [0., raining or not. Similarly, a program must be able to select an appropriate action according to arising
circumstances. For instance, to take different actions based on experimental results. weather forecast one might take an umbrella. The decision to take an umbrella depends on whether it is In everyday life we make decisions based on certain circumstances. For instance after listening to the 6.1 Conditional statements

 Fortran 90 has three main types of control construct:
6 Control statements
 v Parallel Computer Centre


 An important feature of any programming language is the ability to repeat a block of statements. For
example, converting a character from upper to lower case (or visa versa) can be done in a single
 The GOTO statement should be avoided where ever possible, programs containing such statements are
notoriously hard to follow and maintain. 10 STOP IF ( $x<10$ ) GOTO 10
The GOTO statement simply transfers control to the statement with the corresponding label. For
example:
The GOTO statement can be used to transfer control to another statement, it has the form: OLOD t•「•9 one of the CASE statements applies. Notice that there is no preferred order of values in a CASE
statement.
 uoseas LHDTAS GN:
, प7 uou e 7ou, $\left(*^{\prime} *\right)$ GLIMM CASE DEFAULT WRITE(*,*) 'Winter'
 $\operatorname{WRITE}(*, *)$ 'Please enter mark'
$\operatorname{READ}(*, *)$ mark

 $\operatorname{WRITE}(*, *)$ 'Please give student id
$\operatorname{READ}(*, *)$ stid PROGRAM averscore
REAL :: mark, average
INTEGER:: stid, loop
mainloop: Do statements hence naming loops is highly recommended. As an example consider the following program: Confusion can arise from multiple and nested (i.e. one inside another) DO loops, EXIT and CYCLE The CYCLE statement is transferring control back to the beginning of the loop to allow the next
iteration of the loop to begin. is reached or the final iteration is completed. After an EXIT statement has been executed control is
passed to the first statement after the loop. The EXIT statement is a useful facility for transferring control outside the DO loop before the END DO

 The block of statements will be repeated forever, or at least until somebody stops the program. In order [әسeu] oa an̉ lname:] DO

## In the absence of a control clause the block of statements is repeated indefinitely

 END Do even WRITE (6,*) j ! write even numbers $10,8,6,4,2$

$$
\begin{aligned}
& \text { (e) DO loop }=6,0,1 \\
& \text { (f) DO loop }=6,0,-1 \\
& \text { (g) DO loop }=-10,-5,-3 \\
& \text { (h) DO loop=-10, }-5,3 \\
& \text { 2. Write a program which prints a multiplication table (i.e. } 1 \mathrm{n}=\text { ?, } 2 \mathrm{n}=\text { ?,... } 12 \mathrm{n}=\text { ??). Allow the user to } \\
& \text { determine which table (value of } \mathrm{n} \text { ) they require. } \\
& \text { 3. Write a program called 'papersize' to calculate and display the size of A0 to A6 papers in mm and } \\
& \text { inches. Use following formula: } \\
& \text { Height (cm) }=2^{《(1 / 4)-(n / 2\rangle)} \\
& \text { Width (cm) }=2^{(-\langle 1 / 4)-(x / 2)\rangle} \\
& \text { Where n is the size of the paper } 0 \text { to } 6 \text {, and one inch }=2.54 \mathrm{~cm} \text {. } \\
& \text { 4. Write a program to produce the Fibonacci sequence. This sequence starts with two integers, } 1 \text { and } \\
& \text { 1. The next number in the sequence is found by adding the previous two numbers; for example, the } \\
& \text { 4th number in the series is the sum of the 2nd and the 3rd and so on. Terminate when the nth value } \\
& \text { is greater than } 100 \text {. } \\
& \text { 5. The increase in temperature dT of a chemical reaction can be calculated using: } \\
& \text { dTT }=1-\text { exp (- } k t) \\
& k=\text { exp }(-q) \\
& q-2000 /(T+273.16) \\
& \text { where T is the temperature in centigrade, and } \mathrm{t} \text { is the time in seconds. Write a program which } \\
& \text { prints the temperature of such a reaction at minute intervals, The initial temperature is supplied } \\
& \text { by the user and the above equations should be re-calculated once every second. The program } \\
& \text { should terminate when the temperature reaches twice the initial temperature. } \\
& \hline
\end{aligned}
$$

 functions have the following general form: Procedures are a type of program unit, and may be either subroutines or functions. Procedures are used

> where label is an optional character string (enclosed in quotes) which may be used to inform the user
why and at what point the program has stopped.
> STOP [label]
> A program can be stopped at any point during its execution, and from any program unit, through the
STOP statement: internal to the main program unit. (Internal procedures are dealt with later on in this chapter.)
executable statements are complete, control is passed over any internal procedures to the END
statement. internal to the main program unit. (Internal procedures are dealt with later on in this chapter.) When all statement not only marks the end of the unit but also the end of the program as a whole. The name of the The PROGRAM statement marks the beginning of the main program unit while the END PROGRAM [executable statements]
$\ldots$
[CONTAINS
internal procedures]
END [PROGRAM [name]] [specification statements] PROGRAM [name]
 All programs have one (and only one) main program. A program always begins executing from the first 7.2 The main program - Some compilers can better optimise code when in modular form. - Once developed and tested modules and external procedures can be re-used in other programs
(allowing the programmer to build up personal libraries).

- A program unit that has a well defined task is easier to understand and maintain.
:әduexə .10』
Internal procedures may only be referenced by their host and other procedures internal to the same host,
although internal procedures may invoke other (external and module) procedures. Program units (the main program, external procedures and modules) may contain internal procedures.
They are gathered together at the end of a program unit after the CONTAIS statement. A unit 'hosts'
any procedures that are contained within it. Internal procedures may not themselves contain other
internal procedures and thus cannot include the CONTAINS statement. name of the actual argument.
7.3.2 Internal procedures function, line, is treated exactly like a variable, it must be declared with the same data type as y
and is used to store the value of the function result.
Note that in both examples, the name of a dummy argument may be the same as or different from the
name of the actual argument. The function line calculates the value of y from the equation of a straight line. The name of the
function, line, is treated exactly like a variable, it must be declared with the same data type as y
 $y=\operatorname{line}(3.4, x, c)$ ReAL : : $y, x, c$ - A function is used to generate a single result based on its arguments, for example
 END SUBROUTINE swap $\mathrm{b}=\mathrm{temp}$ temp $=a$ REAL, DIMENSION (10) :: a, b, temp SUBROUTINE swap ( $a, b$ )


[^6] GAVS It* inside a procedure retains is value from one call to the next. This default can be overcome to allow local
variables to retain their values from call to call. This 'creation' and 'destruction' of procedures variables means that by default, no variable declared - Whenever a procedure exits, by default variables declared in the procedure are 'destroyed’ and any
storage they may have used is recovered. - Whenever a procedure is referenced, variables declared in the procedure are 'created' and
allocated the required storage from memory.


 External procedures have no host program unit, and cannot therefore share data through host association
Passing data by argument is the most common way of sharing data with an external procedure. External
procedures may be referenced by all other types of procedure. END FUNCTION second $\square$
0
0
0
0
$n$
0
0
0
0
0
0
0
0
0
0
0
0
0
0



It is possible, and good programming practice, to specify how a dummy argument will be used in a
procedure using the INTENT attribute: 7.6.2 The INTENT attribute
dummy arguments assume the size of their corresponding actual arguments; all three dummy arguments
are assumed shape objects. length, it adopts the length of the actual argument string. When the subroutine sub2 is called, all three

The dummy arguments data1 and data3 are both arrays which have been declared with a rank but no CHARACTER (len=*) : : str

[^7]One of the most powerful aspects of using a procedure to perform a task is that once written and tested
the procedure may be used and reused as required (even in other programs).

## spoofqo ədeys paunssV $I^{\circ} 9^{\circ} \mathrm{L}$ <br> 7.6 Procedures arguments

[^8]səṭ GNILnozans ang

SUBROUTINE ties(score, nties)
Here $a$ and $b$ are always required when calling sub 1 . The arguments $c$ and $d$ are optional and so sub1
may be referenced by: SUBROUTINE subl(a, b, c, d)
INTEGER, INTENT(INOUT) :: a, b
REAL, INTENT (IN), OPTIONAL :
INTEGER, INTENT(INOUT) :: a b b
REAL, INTENT (IN), OPTIONAL :: c, a
$\ldots$
END SUBROUTINE sub1 may be specified as optional, using the OPTIONAL attribute: 7.6.4 Optional arguments
Occasionally, not all argume value, stat=0 would be illegal When using keyword arguments the interface between referencing program unit and procedure must be
explicit. Note also that arguments with the INOUT attribute must be assigned a variable and not just a
value, stat $=0$ would be illegal. CALL sub2 ( 1, stat=x, 2) !illegal
When using keyword arguments the inter
CALL sub2 ( $1, \mathrm{~b}=2,0$ ) !illegal
CALL sub1 ( a, b )
\[

$$
\begin{aligned}
& \text { CALL sub1 ( a b b, c, a) } \\
& \text { CALL sub1 ( a b b, c ) } \\
& \text { Note that the order in which }
\end{aligned}
$$
\]

$$
\begin{aligned}
& \text { Note that the order in which arguments appear is important (unless keyword arguments are used) so that } \\
& \text { it is not possible to call sub1 with argument } d \text { but no argument } c \text {. For example: }
\end{aligned}
$$

CALL subi ( a, b, d) !illegal

$$
\begin{aligned}
& \text { Optional arguments must come after all arguments associated by position in a referencing statement and } \\
& \text { require an explicit interface. }
\end{aligned}
$$

$$
\begin{aligned}
& \text { REAL :: inverse_c } \\
& \text { IF ( PRESENT (c) ) THEN } \\
& \text { inverse_c }=0.0 \\
& \text { ELSE } \\
& \text { inverse_c }=1 / \mathrm{c} \\
& \text { ENDIF }
\end{aligned}
$$


sə.ınрәло.ıd э!ıəиəŋ $8^{\circ} L$
 nvoke itself continually. For example, the recursive procedure factorial above uses an IF construct to - Direct recursion - A calls A calls A...
both of which require the RECURSIVE att - Indirect recursion - A calls B calls A. END FUNCTION factorial
Recursion may be one of tw res $=\mathrm{n} \star$ factorial ( $\mathrm{n}-1$ )
END IF【STI IF ( $\mathrm{n}==1$ ) THEN INTEGER :: res integer, intent (in) :: n

[^9] must be def use as a variable, so a RESULT clause must be used to specify the name of the variable It is possible for a procedure to reference itself. Such procedures are called recursive procedures and uolis.mory $L^{\circ} L$ are equivalent. END FUNCTION func func $=1 / x$ REAL, intent (IN) :: x REAL :: func

This ensures that a program unit can only reference the variables a and c from the module global. It is
good programming practice to USE ... ONLY those variables which a program unit requires.
 It is possible to limit the variables a program unit may access. This can act as a 'safety feature', ensuring may even use other modules. However modules cannot USE themselves either directly (module A uses
A) or indirectly (module A uses module B which uses module A). The USE statement must appear at the start of a program unit, immediately after the PROGRAM or
other program unit statement. Any number of modules may be used by a program unit, and modules
All variables in the module global can be accessed by a program unit through the statement: โeqot6 ginaow aņ LOGICAL : : test INTEGER :: list(100) (an andoc
Using modules it is possible to place declarations for all global variables within a module and then USE
that module. For example:


### 7.9.1 Global data


In order to make use of any definitions, data or procedures found in a module, a program unit must
contain the statement:
END [MODULE [name]] [səxnpəっoxd əunpou
interface operator (operator )
Operator overloading is best defined in a module and requires an interface block of the form: $(+,-, *$, etc.) may be overloaded. This is usually done to define the effects of certain operators on
derived data types. in the invoking statement. In a similar way to the overloading of procedure names, the existing operators Referencing one of several procedures through a generic interface is known as overloading; it is the

 demsquịod gNILnoygns ant TYPE (point) : : a, b SUBROUTINE pointswap ( a, b ) END INTERFACE
CONTAINS MODULE PROCEDURE pointswap, iswap, rswap INTERFACE swap END TYPE point REAL : : $x, y$ MODULE cartesian
TYPE point


 INTERFACE generic_name
MODULE PROCEDURE name list
It is possible to reference module procedures through a generic name. If this is the case then a generic
interface must be supplied. The form of the interface block is as follows:
7.9.4 Generic procedures


It is possible to overload the meaning of the assignment operator ( $=$ ) for derived data types. This again
requires an interface, this time to a defining subroutine. The subroutine must have two, non-optional 7.12 Assignment overloading distance $=\mathrm{a} \cdot$ DIST. b REAL :: distance TYPE (point) : : a, b

Any program unit may make use of the data type point and the operator .DIST. by using the module
cartesian, for example:
 data type point, using it on any other data type is illegal. Just as with overloaded operators, the interface $r$ is only defined for END MODULE cartesian dist $=\operatorname{SQRT}((a \% x-b \% x) * * 2+(a \% y-b \% y) * * 2)$ TYPE(point) INTENT(IN) :: a, b REAL FUNCTION dist ( a , b ) CONTAINS END INTERFACE MODULE PROCEDURE dist END TYPE point
INTEFACE OPERATOR ( .DIST. ) TYPE POInt
REAL $:: x, y$


 - ацроие уио шо.уу The scope of a named entity (variable or procedure) is that and of a scoping unit is one of the following:
label is unique. A derived data type definition.

- An interface block, excluding any derived data type definitions and interface blocks within it.
- A program unit or internal procedure, excluding any derived data type definitions and interfaces.
All variables, data types, labels, procedure names, etc. within the same scoping unit must have a
different names. Entities with the same name, which are in different scoping units, are always separate coord $=\mathrm{a}$ !coord $=4.2$
7.13 Scope
7.13.1 Scoping units
$\operatorname{TYPE}$ (point) :: $a=\operatorname{point}(1.7,4.2)$
REAL :: coord USE cartesian
Using the module cartesian allows a program unit to assign a type point to a type real. The real variable
will have the largest value of the components of the point variable. For example:

 TYPE(point), INTENT(IN) : : pt REAL, intent (OUT) :: a contains end interface MODULE PROCEDURE max_point inteface Assignment ( = )

Generated with CERN WebMaker Maintained by Alan Rea, email A.Rea@ qub.ac.uk


 and calculate its distance from the origin. (this is done earlier in the notes, as an operator). Write a program to read in an x and y coordinate The module should also contain a function to calculate the distance between two arbitrary points
 6. Write a module to contain the definition for a derived data type point, which consists of two real
numbers representing the x an y coordinates of that point. Along with this declaration, include a keyword.)
 the subroutine replaces any values lower than tail with tail. The values of top and tail are read in The subroutine is to replace any values in the array greater than top with the value of subroutine, along with two optional arguments top and tail. Write a program which declares an rank 1 , integer array and use a constructor to set values for
each element in the range -10 to 10 . The program will pass the array as an argument to an external
4. Change the subroutine in written in 3 to accept arrays of any size (if you have not already done
so). Test the new subroutine by calling it with three arrays, each of different size.


 in turn. At each element the remainder of the array is checked to find the element with the
minimum value, this is then swapped with the current array element. The selection sort algorithm passes once through the array to be sorted, stopping at each element OC đNヨ đüz $=\left((\tau)\right.$ xəput ${ }^{-}$deмs $\left.+(\tau-؟)\right)$ e ( $(\tau)$ xəput $\tau^{-}$dems $\left.+(\tau-\Gamma)\right) e=(!) e$ $(!) e=$ dum swap_index $=$ MINLOC( a(j:last) ) $\tau-7$ set ' $\tau=$ ¢ Od (e) gZIS = 7set INTEGER : : j, last, swap_index(1) INTEGER : : $a(5)$, tmp Use the following selection sort algorithm to sort the values in an array a: b) Write an external subroutine which requires that the array to be sorted be passed as an
argument. The external subroutine will require an interface block. a) Write an internal subroutine which requires no actual arguments, but which uses host
association to access the array to be sorted. sort, and output the array. 2. Write a program with a single subroutine to sort a list of integer numbers into order. In the main Use the following formula to convert from Fahrenheit to Centigrade:
Centigrade $=(F$ ahrenheit -32$) \times(5 / 9)$ an interface block in the main program. b) Write an external function which requires the temperature to be converted to be passed as a
single argument. Again the function result is the converted temperature. Do not forget to include to access the value to be converted. The result of the function is the converted temperature. a) Write an internal function which requires no actual arguments, but which uses host association actual calculation is to be done in a function.

1. Write a program with a single function to convert temperatures from Fahrenheit to Centigrade. In
7.14 Exercises END MODULE !scope 1

pue O/I pəŋৈшııд se uм

subset of the formatting facilities is presented as the full set is complicated and a number of the features
are rarely used. transferred to and from the program. During the transfer process the data are converted to or from the
machine readable binary form. In particular the layout or formatting of the data will be considered. A This module deals with the interaction between a user and the program via the standard input and output
devices (keyboard and screen). Data represented by characters, which is a human readable form, are


The Queen's University of Belfast

would ouput two spaces followed by 0056




- May be repeated i.e. aI, aIw, aIw.m
8.2.1 Integer
The I/O statement will use as many of the edit descriptors as it requires to process all the items in the I/O
list. Processing will terminate at the next edit descriptor which requires a value from the I/O list. e number of digits in exponent d digits to right of decimal point number of digits w width of field - total number of characters repeat count device or internal file, or converted from a character string on an input device or internal file. The edit
descriptors are defined in terms of the following key letters Edit descriptors specify exactly how values should be converted into a character string on an output 8.2 Edit Descriptors
reduces the risk of introducing inconsistencies between the multiple instances of the descriptor list.

This has the advantage of improved clarity, i.e. the reader does not have to look at two statements which
WRITE (*, (2F12.6)') X, y

[^10]string directly in the WRITE or READ statement, as follows:


әэпро.д II! ${ }^{\text {M }}$ and PUBLIC attributes should not appear in the same namelist-group. The namelist-group may be used
in place of the format specifier in an I/O statement. Only the WRITE statement is considered here.
WRITE (*, NML=WEEK) More than one group may be defined in one NAMELIST statement but this feature should not be used

 nAMELIST / WEEK/ MON, TUES, WED, ThURS, FRI for example

The NAMELIST statement is used to define a group of variables as follows: can be useful for program testing and debugging. It's use on input is slightly more complicated and is
best considered only where necessary. allocatable arrays will not be covered. The use of NAMELIST for output only will be considered as this This is a facility for grouping variables for I/O. The rules governing the use of NAMELIST are fairly
complex so, for the scope of this course, only explicitly declared variables will be used, pointers and


- No do-var may be a do-var of any implied-do-list in which it is contained, nor be associated with
such a do-var (eg. pointer association).
- In an input implied-do-list a variable which is an item in a do-object-list may not be a do-var of
any implied-do-list in which it is contained. WRITE (*,*) ( $B(I, J), I=1,10), \quad J=1,10$
Note: INTEGER : : I, J
REAL, DIMENSION

The first statement would read 10 values in to each element of I. The second statement would write all
10 values of I in reverse order. The implied-do-list may also be nested WRITE (*,*) (A(J), J=10, 1,-1)
$\operatorname{READ}(*, *) i, j, k$, array

1. What values would be read into the variables in the READ statement in the following
8.6 Exercise
20 WRITE (*,' (/A, I)') 'Error: maximum length exceeded.', length
END DO 9a IIXE INTEGER : : length
bb: Do
WRITE (*, *, ADVANC
$\operatorname{READ~(*,~*,~ADVANCE=~}$
$\operatorname{OPEN~(10,~FILE=fil~}$ CHARACTER (LEN=32) :: filename छ Enter new value: 10 If the user enters the value 10 this would appear on the screen as $\operatorname{READ}(*, *)$ I WRITE (*, *, ADVANCE='NO') 'Enter new value: '

## Examples.

By default unfilled characters in an input record are padded out with blank characters but these
characters are not included in the value assigned to SIZE. The PAD keyword to the OPEN statement
(see later) may be used to override the default action.

The EOR keyword specifies a labelled statement to which control is passed if an error occurs (see ERR
SIZE=integer-variable

Fortran I/O statements access files via a unique numeric code or unit number. Each unit number
specifies a data channel which may be connected to a particular file or device. The program may set up a
connection specifically, or use the defaults, and may at any time break and redefine the connection.
These numbers must lie in the range $1 . .99$.
Unit numbers may be specified as:

- an integer constant e.g. 10
an integer expression e.g. NUNIT, NUNIT+I
an asterisk * denoting the default unit
- the name of an internal file
A statement such as a READ, WRITE or OPEN is directed to use a particular unit by specifying the
UNIT keyword as follows: UNIT $=10$ or UNIT=NUNIT. The unit number may also be specified as a
positional argument as shown later.


### 9.1 Unit Numbers

no discernable structure and should be regarded as single stream of bytes of raw data. An unformatted formatted file may be viewed using an editor or printed on a printer. An unformatted file (see later) has collection of files. A file such as the source program or a set of I/O data is normally formatted, which
means it consists of an ordered set of character strings separated by an end of record marker. A capacious form. This is generally achieved by utilizing the computer's filestore which is a managed A mechanism is required which permits a programmer to direct input to be performed on data from a
source other than the keyboard (during execution time) and to store output in a more "permanent" and as the input of another; a set of input data which is used many times. large amounts of intermediate results; large amounts of input or output; output from one program used In the previous modules all input and output was performed to the default devices namely the screen and
the keyboard. In many circumstances this is not the most appropriate action, i.e. temporary storage of
9 File-based Input and Output [Next] [Previous] [Top]

|  |  |  |
| :---: | :---: | :---: |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
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 The OPEN statement is used to connect a unit number to a file specifying certain properties for that file
which differ from the defaults. It can be used to create or connect to an existing file. In addition to the
standard form described some compliers may provide a number of non-standard additional keywords.
Common programming practice places all OPEN statements in a subroutine which is called in the
initialization phase of the main program. OPEN statements invariably contain system specific file names
9.3 OPEN Statement WRITE (UNIT=file1, FMT=100, REC=recordnumber, ERR=10) newline WRITE ( $6, *$, ERR=10) LINE WRITE $(6, *)$ I,J
$\operatorname{WRITE}(6,100)$ I
$\left(*^{\prime} *\right)$ GLIZM For example: $[, \mathrm{EOR}=1$ abel $]$
$[, \mathrm{ERR}=1$ abel $]$ [,SIZE=integer-variable] [ADVANCE =adv] [,IOSTAT=iOS] [, REC= record-number] [UNIT=] unit-number,
[FMT=] format-spec where clist is defined as WRITE (clist) [I/O list] covered in this course as the PRINT statement is simply a limited form of the WRITE statement. The
WRITE statement may be list-directed or format-directed and has the general form: There are two output statements: the PRINT and the WRITE statement. Only the WRITE statement is 9.2.2 WRITE Statement variable specified as ios will return a positive, system dependent integer. The value 0 will be returned if
the operation completes successfully. The unit number and format-specifier must be supplied and in the correct order but the other items are
optional. In the last example, if an error occurrs, control passes to the statement labelled 10 and the READ (UNIT=10, FMT $=100$, ERR $=10$, IOSTAT=iOs $\operatorname{READ}(5,100) \mathrm{X}, \mathrm{Y}, \mathrm{Z}$

 where ios is an integer variable which is set to zero if the statement is executed successfully or to an
implementation dependent constant otherwise.
GOTO label if an error occurs opening the file. ERR=1abel
where filename is a valid filename for the particular system. Note that case sensitivity is system specific.
e.g. FILE='output.test'
STATUS=st
where st may be 'OLD', 'NEW', 'REPLACE', 'SCRATCH' or 'UNKNOWN'. If 'OLD' is specified the
file must exist; if 'NEW' the file must not exist; ; 'REPLACE' and the file exists it will be deleted
before a new file is created; and if 'SCRATCH' the file will be deleted when closed. In general use
'OLD' for input and 'NEW' for output.

Open (UNIT=10) $\operatorname{OPEN}(10)$ For example:
keyword "=" value $\{"$, " keyword "=" value $\}$ olist is a list of keyword clauses:
$u$ is a valid unit number specifier (with or without the keyword)
亲
system, the OPEN statements may be easily located.
en (u, [olist] )
The OPEN statement has the general form:
 annilnos or
$\cdots \cdots \cdots$ ACCESS=' ${ }^{\text {DIRECT' }}$, RECL=200, FORM $=$ ' FORMATTED' $\&$
ERR=20, IOSTAT $=$ IOS $)$ OPEN (UNIT=12, FILE='student.records', STATUS='OLD', \& WRITE(6,*) 'Error opening file: fibonacci.out. 10 continue
 OPEN (UNIT=10, FILE='fibonacci.out') For example: where act may be 'READ', 'WRITE' or 'READWRITE' specifying the permitted modes of operation
on the file. Default is processor dependent. where del may be 'APOSTROPHE' or 'QUOTE' or 'NONE' indicating which character used when
delimiting character expressions in list-directed or NAMELIST output. Defaults to 'NONE'. DELIM=del
where pad may be 'YES' or 'NO'. If 'YES' formatted input is padded out with blank characters; if 'NO
the length of the input record should not be exceeded. PAD=pad position it was previously accessed, positioning the file at the start; and positioning the file after the
previously end of the file. Defaults to ASIS. where pos may be 'ASIS' 'REWIND' or 'APPEND' which are interpreted as positioning the file at the POSITION=pos
where bl is either 'NULL' or 'ZERO' and determines how blanks in a numeric field are interpreted. BLANK=bl
where number of characters and for unformatted it is usually the number of bytes or words (system
is tependent). where rl is the maximum record length (positive integer) for a direct access file. For formatted files this


| [Next] [Previous] [Top] |
| :--- |
| All documents are the responsibility of, and copyright, © their authors and do not represent the views of |
| The Parallel Computer Centre, nor of The Queen's University of Belfast. |
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$$
\begin{aligned}
& \text { Write a Fortran program which will create a temporary direct access file, prompt for the name of } \\
& \text { an existing file and read that file sequentially writing each line to the next record of the temporary } \\
& \text { direct access file. The program should then repeatedly prompt the user for a number representing } \\
& \text { the number of a line in the input file and display that line on the screen. The program should halt } \\
& \text { when the number 0 is entered. The program should handle all possible error conditions such as the } \\
& \text { file does not exist or a line number out of range is specified and inform the user accordingly. }
\end{aligned}
$$


4. Write a Fortran program which will prompt the user for a file name, open that file and then read
the file line by line outputting each line to the screen prefixed with a line number. Use the file The program fragments should output the results in a suitable form.
(c) test to see if the file opened on unit 15 is a direct access file and if so what the record length is. (b) test if a file has been opened on unit 10 (a) test for the existence of a file called TEMP.DAT 3. Write sections of code to perform the following
2. Write a section of code which would open 10 files on the unit numbers from 20 to 29. The default
values should be used for all keywords. 2. Write aection of





The storage used by an allocatable array may be released at any time using the DEALLOCATE
statement:
ALLOCATE ( $b(n, n), c(-10: 89)$ )
ALLOCATE (a(100))
范
 it is possible to allocate more than one array with the same ALLOCATE statement, each with different
bounds, shape or rank. If no lower bound is specified then the default is 1. Only allocatable arrays with


The ALLOCATE statement associates storage with an allocatable array
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-
calculate the mean and variance of the data held in $x$. The mean and variance are given by: Write a program to calculate the mean and the variance of a variable amount of data. The number
 (d) The array in 1 (d) is allocated as required.
(c) In 1 (c) the rank two array has 10 by 10 elements, each index starting at element 0 ; and the rank
three array has 5 by 5 by 10 elements, each index starting at element -5 .
 (a) The array in 1 (a) has 2000 elements
> (d) A rank one real array with lower and upper bound of -n and n respectively.
(c) Two integer arrays one of rank 2 the other of rank 3 .

Write a declaration statement for each of the following allocatable arrays:
(a) Rank 1 integer array. 10.3 Exercises
be avoided by remembering to allocate and deallocate storage in the same procedure. the size of the allocated, but unusable, memory. Memory leaks can be difficult errors to detect but may
The automatic arrays $a$ and $b$ are static variables, the program allocates the required storage when swap
is called, and deallocates the storage on exiting the procedure. The storage allocated to the allocatable
array work must be explicitly deallocated to prevent a memory leak. END SUBROUTINE swap
DEALLOCATE( work) !necessary YOOM $=q$ " REAL, ALLOCATABLE : : work (: )
ALLOCATE ( work(SIZE (a)) )

$$
\begin{aligned}
& \begin{array}{l}
\text { 5. Write a module called tmp_space to handle the allocation and deallocation of an allocatable work } \\
\text { array called tmp. The module should contain two subroutines, the first (make_tmp) to deal with }
\end{array}
\end{aligned}
$$



Pointers may take advantage of dynamic storage but do not require the ALLOCATABLE attribute. The
ability to allocate and deallocate storage is an inherent property of pointer variables.
11.2 Specifications


- Other pointers of the same data type.
- Variables of the same data type as the pointer and explicitly declared with the TARGET attribute.

Pointers are best thought of as variables which are dynamically associated with (or aliased to) some
target data. Pointers are said to 'point to' their targets and valid targets include: 11.1.1 Pointers and targets
Pointers are best thought of 11.1.1 Pointers and target

Pointers are an advanced feature of any language. Their use allows programmers to implement powerful
algorithms and tailor the storage requirements exactly to the size of the problem in hand.

- The tools to create and manipulate dynamic data structures (such as linked lists). - A flexible alternative to allocatable arrays.

Pointers are a new feature to the Fortran standard and bring Fortran 90 into line with languages like C.
The use of pointers can provide:
A pointer variable, or simply a pointer, is a new type of variable which may reference the data stored by
other variables (called targets) or areas of dynamically allocated memory.

11 Pointer Variables



## It is possible to assign a target to a pointer by using another pointer. For example: REAL, POINTER : : pt1, pt2

statements is illustrated below.
The declaration statements specify a three variables, pt is an integer pointer, while x and y are possible
pointer targets. The first executable statement associates a target with pt. The second executable
statement changes the value of y to be the same as pt's target, this would only be allowed when pt has an
associated target. The third executable statement re-assigns the pointer to another target. Finally, the
fourth executable statement assigns a new value, 17, to pt's target (not pt itself!). The effect of the above
pt $=17!y$ equals 17
The declaration statements
pt $=>y!p t$ points to $y$
pt $=17!y$ equals 17
$y=p t!y$ equals $x$
pt => x ! pt points to $x$
INTEGER, TARGET : : $\mathrm{x}=34, \mathrm{y}=0$ Integer, pointer :: pt
The following are examples of pointer assignment:
assignment operator $(=$ ). This is just as it would be for other variable assignment with a pointer used as
an alias to another variable.
To change the value of a pointer's target (just like changing the value of a variable) use the usual
 In the above example p 2 points to the storage allocated to p 1 , however when that storage is deallocated DEALLOCATE ( p1 ) !wrong $\tau \mathrm{d}<=$ z ( Td) ALHDOTTH REAL, POINTER :: p1, p2

## - It is possible to assign a pointer to a target, but then remove the target (by deallocating it or exiting a procedure to which it is local), in that case the pointer may be left 'dangling':

no longer be released. Therefore all allocated storage should be deallocated before modifying the pointer Since the pointer is the only way to reference the allocated storage (i.e. the allocated storage has no
associated variable name other than the pointer) reassigning the pointer means the allocated storage can NULLIFY ( pt ) !wrong

ALLOCATE ( pt (25) ) INTEGER, POINTER :: pt (:)

## pointer to another target:

Allocating storage to pointers can provide a great degree of flexibility when programming, however care
must be taken to avoid certain programming errors: 11.5.1 Common errors
longer required it may be deallocated using the DEALLOCATE statement. In this respect pointers
behave very much like allocatable arrays. points to a block of dynamic memory large enough to store 100 real numbers. When the memory is no In the above example p points to an area of dynamic memory and can hold a single, real number and pa

INTEGER :: $\mathrm{n}=100$
REAL, POINTER :: p, pa(:)

 integer, dimension (3) :: v = (/-1,4,-2/)

$$
\begin{aligned}
& \text { An array pointer can be associated with the whole array or just a section. The size and extent of an array } \\
& \text { pointer may change as required, just as with allocatable arrays. For example: } \\
& \text { centre }=>\operatorname{grid}(5: 5,5: 6) \text { ! inner } 4 \text { elements of old centre } \\
& \text { Note, an array pointer need not be deallocated before its extent or bounds are redefined. }
\end{aligned}
$$


centre $=>\operatorname{grid}(4: 7,4: 7)$
row $=>\operatorname{grid}(9,:)$
Read, pointer :: centre(:,:), row(:)
Array pointers can be useful when a particular section is referenced frequently and can save copying
data. For example: Pointers may act as dynamic aliases to arrays and array sections, such pointers are called array pointers.
11.6 Array pointers
Programming errors like the above can be avoided by making sure that all pointers to a defunked target
are nullified. oa ana
 The number of values differs for each event, the size of the array pointer depends on the input value n .
When the data is no longer required the pointer arrays should be deallocated:
 ALLOCATE ( event (i) \%a(n) ) $\operatorname{READ}(5, *) \mathrm{n}$ !n varies in loop Do $i=1,3$ ) TYPE( data ) :: event (3) END TYPE data REAL, POINTER :: a (: ) type data
The dynamic nature of pointer arrays can provide varying amounts of storage for a derived data type:
Pointers may be a component of a derived data type. They can take the place of allocatables arrays
within a derived data type, or act as pointers to other objects, including other derived data types:

### 11.7 Derived data types

 possignment $\mathrm{pt}=>$ list(1:5:2) is legal with $\mathrm{pt}(1)$ aliased to list(1), $\mathrm{pt}(2)$ aliased to list $(3)$ and $\mathrm{pt}(3)$ aliasedto list(5).
 above, pt's extent is $1: 11$ while list's extent is $-5: 5$. So pt(1) is aliased to list( -5 ), $\mathrm{pt}(2)$ to list(-4), etc. (even if the section covers the whole array) its lower bound in each dimension is 1 ; as with pt $=>$ list(:) pointer. When an array pointer is aliased with an array the array pointer takes its extent form the target
array; as with $\mathrm{pt}=>$ list above, both have bounds $-5: 5$. If the array pointer is aliased to an array section The extent (or bounds) of an array section are determined by the type of assignment used to assign the
pointer. When an array pointer is aliased with an array the array pointer takes its extent form the target


$\stackrel{\rightharpoonup}{U}$
$\stackrel{\rightharpoonup}{v}$
$\stackrel{\rightharpoonup}{n}$


- Pointer results from external procedures require INTERFACE blocks. - The returning function must have a valid target or have been nullified Functions may return pointers as their result. This is most useful where the size of the result depends on
the function's calculation. Note that: 11.9 Pointer functions It is not possible for a non-pointer actual argument to correspond with a pointer dummy argument. END SUBROUTINE suba

SUBROUTINE suba( a ) !external subroutine
REAL, POINTER :: a(:) !a points to data END PROGRAM prog END SUBROUTINE subb

REAL, DIMENSION(:) :: b !assumed shape of 100 SUBROUTINE subb( b ) !internal CONTAINS CALL suba ( pt ) pt => data REAL, TARGET :: data(100)
$\ldots$
 END SUBROUTINE suba
END INTERFACE REAL, POINTER :: a (: ( e ) eqns animocans
（d）A derived data type holding a real number three pointers to neighbouring nodes，left，right and
up（this kind of derived data structure may be used to represent a binary tree）．
 （b）A pointer to a character string of length 10 ．
（a）A pointer to a single element of an array of 20 integers．

sas！oraxt 0I＇LI

FUNCTION max＿row（a）！external
REAL，TARGET ：：a（：：：）
REAL，POINTER ：：max＿row（：）！fun
INTEGER ：：location（2）
location $=$ MAXLOC（ a ）！row and
max＿row＝＞a（location（1），：）！poin
END FUNCTION max＿row
（e） mox $^{-}$xeu $<=\mathrm{d}$
REAL，POINTER ：： $\mathrm{p}(:)$ REAL，TARGET ：：a $(3,3)$ END fUNCTION max＿row
END INTERFACE REAL，POINTER ：：max＿row（：）苟
界
㽞

ANINT( A [, KIND] ) - returns a value rounded to the nearest value of A.
 A. 1 Argument presence enquiry
$\operatorname{PRESENT}(\mathrm{A})$ - true if A is present. DIM - a selected dimension of an argument (an integer) MASK - a logical array used to identfy those element which are to take part in the desired operation.

[^11]SET - a string containing a set of characters. KIND - describes the KIND number. Fortran 90 offers many intrinsic function and subroutines, the following lists provide a quick reference
to their format and use.
In the following intrinsic function definitions arguments are usually named according to their types (I
for integer C for character, etc.), including those detained below. Optional arguments are shown in
square brackets [ ], and keywords for the argument names are those given.
Appendix A: Intrinsic procedures
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suọ̧ung ONIM s'V VERIFY ( STRING, SET [, BACK] ) - returns zero if all characters in STRING belong to SET or the TRIM ( STRING ) - removes training spaces from a string.
 SCAN( STRING, SET [, BACK] ) - returns the index of the leftmost (rightmost if BACK is .TRUE.) REPEAT (STRING, NCOPIES ) - repeats concatenation. LLT ( STRING_A, STRING_B ) - lexically less than. LLE( STRING_A, STRING_B ) - lexically less than or equal to. LGT( STRIN_A1, STRING_B ) - lexically greater than. LGE( STRING_A, STRING_B ) - lexically greater than or equal to LEN_TRIM ( STRING ) - returns the length of a string without trailing blanks. LEN( STRING ) - returns the length of a string. INDEX( STRING, SUBSTRING [, BACK] ) - returns the leftmost (rightmost if BACK is .TRUE.)
starting position of SUBSTRING within STRING. $\operatorname{ICHAR}(\mathrm{C})$ - returns the position of the character in the machine specific collating sequence. $\operatorname{IACHAR}(\mathrm{C})$ - returns the position of the character in the ASCII collating sequence. CHAR ( I [, KIND] ) - returns the Ith character in the machine specific collating sequence. ADJUSTR ( STRING ) - adjusts string right by removing trailing blanks and inserting leading blanks. ADJUSTL ( STRING ) - adjusts string left by removing any leading blanks and inserting trailing blanks. ACHAR (I) - returns the Ith character in the ASCII collating sequence.
 TANH ( X ) - hyperbolic tan.
SQRT(X) - square root.



ANY( MASK [, DIM] ) - returns .TRUE. if any elements of MASK are .TRUE.


MATMUL(MATRIX_A, MATRIX_B ) - returns the product of two matricies
 A. 12 Vector and matrix functions $\operatorname{SPACING}(X)$ - returns the absolute spacing of model numbers near $X$.
SET_EXPONENT ( $\mathrm{X}, \mathrm{I}$ ) - sets the expontnt part of X to be I . $\operatorname{SCALE}(X)$ - multiple $X$ by its base to power $I$.
RRSPACING( X ) - returns the reciprocal of the relative spacing of model numbers near X . NEAREST( $\mathrm{X}, \mathrm{S}$ ) - returns the nearest different machine specific number in the direction given by the $\operatorname{FRACTION}(X)$ - returns the fractional part of $X$. EXPONENT ( X ) - returns the exponent part of X . A. 11 Floating point manipulation functions TRANSFER (SOURCE, MOLD [, SIZE] ) - converts SOURCE to the type of MOLD.
 NOT(I) - logical complement on the bits. ISHIFTC( I, SHIFT [, SIZE] ) - logical circular shift on a set of bits on the right. ISHIFT ( I, SHIFT ) - logical shift of the bits. $\operatorname{IOR}(\mathrm{I}, \mathrm{J})$ - performes an inclusive .OR. on the bits of integers I and J .
$\operatorname{IEOR}(\mathrm{I}, \mathrm{J})$ - performas an exclusive .OR. on the bits of integers I and J.
\[

$$
\begin{aligned}
& \text { A. } 17 \text { Pointer association status enquiry functions } \\
& \text { ASSOCIATED( POINTER [, TARGET] ) - returns .TRUE. if POINTER is associated. } \\
& \text { A. } 18 \text { Intrinsic subroutines } \\
& \text { DATE_AND_TIME( [DATE] [, TIME] [, ZONE] [, VALUES] ) - real time clock reading date and time. } \\
& \text { MVBITS( FROM, FROMPOS, LEN, TO TOPOS ) - copy bits. } \\
& \text { RANDOM_NUMBER( HARVEST ) - random number in the range 0-1 (inclusive). } \\
& \text { RANDOM_SEED( [SIZE] [, PUT] [, GET] ) - initialise or reset the random number generator. } \\
& \text { SYSTEM_CLOCK( [COUNT] [, COUNT_RATE] [, COUNT_MAX] ) - integer data from the real time } \\
& \text { clock. } \\
& \hline \text { [Next] [Previous] [Top] } \\
& \hline \begin{array}{l}
\text { All documents are the responsibility of, and copyright, © their authors and do not represent the views of } \\
\text { The Parallel Computer Centre, nor of The Queee's University of Belfast. } \\
\text { Maintained by Alan Rea, email A.Rea@qub.ac.uk } \\
\text { Generated with CERN WebMaker }
\end{array}
\end{aligned}
$$
\]
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[^0]:    initial design. Identifying errors at the design phase is cheaper and easier
    consideration all possible combinations of inputs therefore great care must be taken during the testing against data with known results but for more complex programs testing can not take into Notice that logical errors (multiply rather than add) can not be checked by the compiler and it is the program to get some answers. During execution the program might crash if it comes across a
    execution error (most common execution error is the attempt to divide by zero). - Execution step: This is initiated by the programmer/user, by typing a.out, and its purpose is to run stored in a file with a different extension.
    

[^1]:    

[^2]:    The area of a circle of radius 12.0 is 452.38925

[^3]:    3.4.3 Intrinsic Functions

[^4]:    choice is influenced by the style followed by the programmer but certain circumstances might dictate the

[^5]:    20. Write a WHERE statement which replicates every non-zero element of an array beta by its
    reciprocal and every zero element by 1 .

    Write a WHERE statement which only changes the sign of the elements of array alpha that are
    negative.

[^6]:    next. Any variable that is given an initial value in its declaration statement has the SAVE attribute by The SAVE attribute forces the program to retain the value of a procedure variable from one call to the

[^7]:    促
    same procedure, Fortran 90 allows dummy arguments to have a variable sizes. Such objects are call
    assumed shape objects. For example: Since it is often the case that a program may wish to pass different sized arrays or character strings to the

[^8]:    were to reference other external procedures, their interface statements could be placed in the same
    interface block.
    The interface block in the program count provides an explicit interface to the subroutine ties. If the count

[^9]:    holding the function result, for example:

[^10]:    READ (*, (2I)') I, J

[^11]:    BACK - a logical used to determine the direction a string is to be searched.

